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1. **Querying Data**

**1.1.** Basic Select Statement

Relational Operators

1. >
2. >=
3. <
4. <=
5. =
6. != or <> (For Not Equal To)
7. Between *lower value* And *higher value*
8. Not Between *lower value* And *higher value*
9. IN (*List of Values*)
10. NOT IN (*List of Values*)
11. Like
12. NOT Like

Examples

1. Between

select \* from emp

where sal between 1250 And 3000;

(1250 and 3000 will be inclusive)

select \* from emp

where sal Not between 1250 And 3000;

(1250 and 3000 will be exclusive)

1. IN

select \* from emp

where job IN ('CLERK', 'MANAGER');

IN is equivalent to logical OR

Logical Operators

1. AND
2. OR
3. NOT
4. AND operator will check conditions in combination

select \* from emp

where job = 'CLERK' AND sal < 1000

1. OR operator will check conditions in isolation

select \* from emp

where job = 'MANAGER' or sal < 1000

If AND OR are together then AND is executed first then OR

select \* from emp

where job = 'MANAGER' or job = 'CLERK' and sal < 1000

Parentheses will override the default precedence

select \* from emp

where (job = 'MANAGER' or job = 'CLERK' ) and sal < 1000

**% , \_ , [*character range*] and [*number range*] are pattern matching operators used with Like.**

**Example of %**

To see records of employees which have S as the starting character.

select ename,sal,deptno

from emp

**where ename like 'S%';**

select ename,sal,deptno

from emp

where ename **not like** 'S%';

**Example of underscore (‘\_’)**

create table pcodes

(code varchar(20), qty integer);

Insert into pcodes values('A01',100);

Insert into pcodes values('AB01',400);

Insert into pcodes values('ABC01',200);

Insert into pcodes values('ABCD01',90);

Insert into pcodes values('ZX01',90);

Insert into pcodes values('Z01',98);

Insert into pcodes values(‘PABZ-90’,102);

Insert into pcodes values(‘PACZ-90’,102);

Insert into pcodes values(‘PADZ-90’,102);

Insert into pcodes values('PW1-RT',89);

Insert into pcodes values('PW2-RT',56);

Insert into pcodes values('PW3-RT',98);

Insert into pcodes values('PW4-RT',187);

Insert into pcodes values('PW5-RT',5);

**To see records where there are 2 characters before 01**

SELECT \* FROM PCODES

WHERE CODE LIKE '\_\_01';

**Example of [character range] (For SQL server only)**

[] is used for character within range.

To see records where the 3rd character is either B or D in the code.

select \* from pcodes

where code like 'PA**[BD]**Z-90'

To see records where the 3rd character is neither B nor D

^ is used to check any character is not within the range.

select \* from pcodes

where code like **'PA[^BD]Z-90'**

**Example of [Number range]**

To see records where the 3rd character is from 2 to 4 (range)

SELECT \* FROM PCODES

WHERE CODE LIKE 'PW**[2-4]%**'

[^range]

To see records where the 3rd character is not from 2 to 4 (range)

SELECT \* FROM PCODES

WHERE CODE LIKE 'PW[^2-4]%'

**Concatenation :**

+ operator

select lastname **+** firstname "complete name" from employees

(+ needs all data types matching)

For different data types such as number and varchar use cast function

select lastname + ':' + **cast(employeeid as varchar)** "complete name" from employees

--select ename "Name of the Employee", job from emp;

--select ename + job from emp;

--select ename + cast(sal as varchar) from emp;

--select ename as "Name of employee" from emp;

--select ename + ' is working in ' + cast(deptno as varchar) "Details" from emp

--select ename,job,sal, sal \* 12 as "Annual salary" from emp

**Dealing with Nulls**

**Is Null operator** – To check the value is null.

select \* from emp

where comm **is null**

select \* from emp

where comm **is not null;**

**Calculations with null values –**

Select ename,sal,comm, **sal+comm** From emp

**Coalesce** function will consider null as a number specified.

select ename,sal,comm, **sal + coalesce(comm,0) “Take Home”** from emp;

**1.2 JOINS**

**Joins is taking data from more than one tables.**

**Three types of Joins:**

1. **INNER**
2. **OUTER**
3. **CROSS**

**Inner-Join**

**Retrieving common records from the 2 tables on equality condition –**

**To see names and department names from emp and dept table**

**Non-ANSI Method:**

Select ename, dname

From emp, dept

Where emp.deptno = dept.deptno;

**ANSI Method:**

select ename, dname

from emp inner join dept

on emp.deptno = dept.deptno;

In the Select Statement if the common column has to be displayed then it has to be prefixed by table name in both ANSI and NON-ANSI methods.

select ename, dname, **emp.deptno**

from emp join dept

on emp.deptno = dept.deptno;

**Retrieving common records from the 3 tables on equality condition –**

**Between e and d deptno is common and between d and p, pcode is common**

**To see names, department names and product names from the 3 tables on matching values –**

**Non-ANSI Method:**

select ename, dname, pname

from e, d, p

where e.deptno = d.deptno AND d.pcode = p.pcode;

**ANSI Method:**

select ename, dname, pname

from e join d

on e.deptno = d.deptno

join p

on d.pcode = p.pcode;

**Cross Join**

No join condition. So each row of first table gets combined with each record of the other.

Cartesian product takes place.

select ename, dname

from emp, dept;

Cross join is effective for financial applications such as calculations of interest rates for each month.

In the tables period and rates nothing is common. Still cross product can be achieved.

Now each roi is to be multiplied by each month for statistical report –

**Non-ANSI Method:**

select roi, month, roi\*month as "Interest"

from rates, period;

**ANSI Method:**

select roi, month, roi\*month as "Interest"

from rates **CROSS** join period;

**Left Outer Join**

**To take matching records from both the tables and all remaining records from the left table.**

In the tables emp1 and dept1, both the tables have one record non-matching.

To see names of the employee and their departments and also the names of the employees who do not have any department

**ANSI Syntax**

select ename,dname

from emp1 **LEFT** outer join dept1

on emp1.deptno = dept1.deptno

**Right Outer Join**

**To take matching records from both the tables and all remaining records from the right table.**

To see the names of the employees and their department names and also the --department names which do not have any employee;

**ANSI Syntax**

select ename, dname

from emp1 **RIGHT** outer join dept1

on emp1.deptno = dept1.deptno

**Full Outer Join**

**First Matching records from both tables, then remaining records from left table and then the remaining records from the right table are displayed.**

To see employee names and their departments, employees who do not have department as well as department names which are not having any employee

**ANSI Syntax**

select ename, dname

from emp1 **FULL** outer join dept1

on emp1.deptno = dept1.deptno;

**Self Join**

**In self join the table is joined to itself. To images of the same table will get created with different alias name for each table.**

create table EM

(empno varchar(4),

ename varchar(30),

mgr varchar(4));

insert into EM values ('E1', 'John','E4');

insert into EM values ('E2', 'Smith', 'E1');

insert into EM values ('E3','Roger', 'E2');

insert into EM values ('E4','Martin', 'E3');

To see names of employees and their managers

select E.ename "Employee", M.ename "Manager"

from em E,em M

where E.mgr = M.empno;

Example 2

To see if a record is duplicated

The same student’s record is duplicated with different roll number.

create table sj

(roll integer not null primary key,

name varchar(50),

sem varchar(10),

marks integer);

Insert into sj values(1,'Ramesh', 'First', 90);

Insert into sj values(2,'Rajesh', 'First', 95);

Insert into sj values(3,'Mahesh', 'First', 81);

**Insert into sj values(4,'Ramesh', 'First', 90);**

select t1.roll, t1.name, t1.sem, t1.marks

from sj t1, sj t2

where t1.roll <> t2.roll

and t1.name = t2.name

and t1.sem = t2.sem

and t1.marks = t2.marks;

**SQL Server 2000 Syntaxes of Joins**

Join Syntaxes till SQL Server 2000 had some proprietary clauses like **\*=** and =\*.

If we are in 2005 then the compatibility has to be given to 2000 by the inbuilt stored procedure sp\_dbcmptlevel. It has two parameters : Database name and version.

70 version is for SQL Server 7

80 version is for SQL Server 2000

90 version is for SQL Server 2005

sp\_dbcmptlevel master, 80

select ename,dname

from emp1, dept1

where emp1.deptno \*= dept1.deptno -- Left Outer Join

select ename,dname

from emp1, dept1

where emp1.deptno =\* dept1.deptno -- Right Outer Join

(Full outer join is not provided)

**1.3** **SET OPERATORS**

# UNION

**UNION ALL**

create table pune

(custid integer,

prodname varchar(20));

insert into pune values(107,'A');

insert into pune values(107,'B');

insert into pune values(107,'C');

insert into pune values(107,'A');

insert into pune values(107,'D');

insert into pune values(107,'E');

insert into pune values(108,'A');

insert into pune values(108,'B');

insert into pune values(108,'B');

insert into pune values(108,'C');

insert into pune values(108,'Y');

insert into pune values(109,'Z');

insert into pune values(109,'A');

insert into pune values(109,'A');

insert into pune values(109,'B');

**--UNION**

--Combines the result of two or more queries eliminating duplicates

--Rule -- The couln list and their data types of all the queries should be same

--To see distinct products sold to 107 and 108

select prodname

from pune

where custid =107

UNION

select prodname

from pune

where custid =108;

**UNION ALL**

Shows all the values form both the queries including duplicates

To see all product names for 107 and 108

select prodname

from pune

where custid =107

UNION ALL

select prodname

from pune

where custid =108;

SET OPERATORS WITH TWO TABLES (Effective when no columns are matching)

create table mech

(rollno integer,

marks integer);

create table comp

(rollno integer,

marks integer);

insert into mech values (101,90);

insert into mech values (102,56);

insert into mech values (103,78);

insert into mech values (104,35);

insert into mech values (105,100);

insert into mech values (106,56);

insert into comp values(201,78);

insert into comp values(202,88);

insert into comp values(203,43);

insert into comp values(204,56);

insert into comp values(205,59);

**UNION BETWEEN MECH AND COMP**

-- To show rollno and marks from mech and comp tables where

-- marks are >= 70

-- Here we cannot go for any type of JOIN since the rollno are not at all

-- matching and the two tables are independent

select rollno,marks

from mech

where marks >= 70

UNION

select rollno,marks

from comp

where marks >= 70

order by marks desc;

Here rollno and marks combination is checked in both queries. So individual --marks duplication is allowed. But no duplication of combination is done.

If only marks was the column the 78 will not be repeated.

**UNION ALL**

-- To see the master list of mech and com tables

select rollno,marks

from mech

UNION ALL

select rollno,marks

from comp;

**1.4** **Summary Queries**

**Aggregate Functions**

1. SUM()
2. MAX()
3. MIN()
4. AVG()
5. COUNT()

Group By clause will eliminate duplicates for a value and sort the values in ascending manner.

Select deptno

From emp

Group by deptno;

Group By clause can also do aggregation within that value.

**Group by clause**

**-- To see maximum salary in each department**

select deptno,max(sal) from emp

group by deptno;

**Having clause**

Having clause is used to filter summary records

**-- To see deptno who have maximum salary more than 3000**

select deptno,max(sal)

from emp

group by deptno

Having max(sal) > 3000

**Nested Grouping**

**-- To see Job wise maximum salary within each department**

select deptno, job,max(sal) from emp

group by job,deptno;

**-- To see Department-wise maximum salary within each job**

select Job,deptno,max(sal) from emp

group by deptno,job;

#### COMPUTE

Generates totals that appear as additional summary columns at the end of the result set.

After showing all the records, it shows the summary record

select deptno,sal

from emp

**Compute Max(Sal)**
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*After showing the 14 records the highest salary is displayed.*

select deptno,sal

from emp

Compute Max(Sal),min(sal),avg(sal),sum(sal)

Rule for Compute –

It can only show summary of the fields mentioned in the select column list

Cannot give alias after the compute function. The column heading will be the function name.

**To show deptno wise highest salary, as well as the highest salary amongst those.**

select deptno,max(sal)

from emp

group by deptno

**compute max(max(sal))**

#### COMPUTE BY

Compute By gives break up of summary values**(sub-totals)** and the normal values.

To show deptno ,salaries and the sub-total of salary at each deptno change.

select deptno,sal

from emp

**order by deptno**

#### Compute sum(sal) by deptno

* **For successful execution of the Compute By clause the grouping field must be sorted.**

select job,deptno,sal

from emp

order by job,deptno

Compute sum(sal) by job,deptno

In this case here sorting is done for deptno within each job. So once the combination is getting changed the total for that combination is shown.

* If only one column is there in order by then that same column has to be there in compute by clause

select job,deptno,sal

from emp

**order by job**

**Compute sum(sal) by deptno --- Wrong**

* **If more than one columns are in the order by clause then at least the first column has to be there in the compute by clause**

select job,deptno,sal

from emp

**order by job,deptno**

**Compute sum(sal) by deptno ----- Wrong**

select job,deptno,sal

from emp

**order by job, deptno**

###### Compute sum(sal) by job

**In this case the deptno are sorted within each job and when job changes the total of salary is shown**

* **When the number of columns and names in the Order By and Compute by are matching then still the Order By clause first column and the Compute By clause first column needs to be same.**

select job,deptno,sal

from emp

**order by job, deptno**

**Compute sum(sal) by deptno, job -- Wrong**

select job,deptno,sal

from emp

**order by job, deptno**

**Compute sum(sal) by job, deptno -- Correct**

##### ROLLUP

To generate sub-totals and grand totals

#### To show sub-total for each deptno and the grand total

SELECT DEPTNO,JOB,SUM(SAL)

FROM EMP

GROUP BY DEPTNO, JOB **WITH ROLLUP**
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#### To show sub-total for each job and the grand total

SELECT JOB, DEPTNO, SUM(SAL)

FROM EMP

GROUP BY JOB,DEPTNO **WITH ROLLUP**
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#### CUBE

Cube produces an super-aggregate row. It creates all possible combinations of groupings from the list of columns in the Group By clause.

#### To see the sub-totals as per deptno as well as jobs and the grand total

SELECT DEPTNO,JOB,SUM(SAL)

FROM EMP

GROUP BY DEPTNO, JOB **WITH CUBE**
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**1.5 Date Functions**

select getdate()

select datename(dd,getdate()) returns the dd part

select datename(dw,getdate()) returns the day part (Sunday)

select \* from employee

where datename(mm,hire\_date) = 'december'

##### Syntax

DATENAME **(** *datepart* **,** *date* **)**

##### Arguments

*datepart*

Is the parameter that specifies the part of the date to return.

| **Datepart** | **Abbreviations** |
| --- | --- |
| **Year** | **yy, yyyy** |
| **Quarter** | **qq, q** |
| **Month** | **mm, m** |
| **Dayofyear** | **dy, y** |
| **Day** | **dd, d** |
| **Week** | **wk, ww** |
| **Weekday** | **dw** |
| **Hour** | **hh** |
| **Minute** | **mi, n** |
| **Second** | **ss, s** |
| **Millisecond** | **ms** |

**1.6 SUB QUERY**

**Single Row Sub Query**

**To see records of person who earn salary higher than Martin’s salary.**

select \* from emp

where sal > **(select sal**

**from emp**

**where ename = 'MARTIN')**

**To see records of person who earn the highest salary**

select ename,sal from emp

where sal = **(select max(sal)**

**from emp)**

**Multi Row Sub Query**

#### SubQuery with IN operator

**To see records of persons from emp table who earn salary equal to salaries of deparment\_id 30 of the employee table.**

**select sal, ename from emp**

**where sal IN** **(select salary**

**from employee**

**where department\_id = 30**

**)**

**order by sal desc**

#### ANY in subqueries

**To see the salary, names, job of the employees who earn more than any employee in the job Salesman.**

select sal,job,ename

from emp

where sal >**ANY** **(select sal**

**from emp**

**where job = ‘SALESMAN’)**

#### ALL in Sub queries

**To see the salary, names, job of the employees who earn more than all employees in the job SALESMAN.**

select sal,job,ename

from emp

where sal >**ALL** **(select sal**

**from emp**

**where job = ‘SALESMAN’)**

**order by sal desc;**

**Multiple Column Sub-Queries –**

**To display the records of employees who have the deptno and job same as that os SMITH.**

## select \* from emp

## where job = (select job

## from emp

## where ename = 'SMITH')

## AND

## deptno = (select deptno

## from emp

## where ename = 'SMITH')

**Nested Sub queries**

**To display records having salary above the highest salaries for the job of Miller.**

**SELECT \* FROM EMP**

**WHERE SAL >** **(SELECT MAX(SAL)**

### FROM EMP

**WHERE JOB = (SELECT JOB**

**FROM EMP**

**WHERE ENAME = 'MILLER');**

**Display ename, dname and salary**

**for all those who are earning salary above Martin's salary**

**select ename,dname,sal**

**from emp inner join dept**

**on emp.deptno = dept.deptno**

**where emp.sal > (select sal**

**from emp**

**where ename = 'MARTIN');**

**CORRELATED Sub Queries**

**Correlated sub queries in where clause**

To see employees who earn salary less than the average salary of their own job

Parent query takes each row and submits it to child query.

Child query gets executed for each row

select \* from emp **E**

where sal < (select avg(sal)

from emp

where job = **E.job**)

**To see top two salary values**

select distinct sal

from emp **E**

where 2 > (select count(distinct sal)

from emp

where sal > **E.sal**)

Order by Sal Desc

To see the third top salary

select distinct sal

from emp **e**

where 3 = (select count(distinct sal)

from emp

where sal >= **e.sal**);

OR

select distinct sal

from emp e

where 2 = (select count(distinct sal)

from emp

where sal > e.sal)

**Co related sub queries in having clause**

Display avg sal and jobs having avg sal above the (lowest sal + 200) of their own jobs

select avg(sal), job

from emp e

group by job

having avg(sal) > (select (min(sal) + 200)

from emp

where job = e.job);

Cross-check---

select job,avg(sal) "avg", min(sal) "min" , (min(sal) + 200) "Diff"

from emp

where job in ('clerk','manager')

group by job;

**Co related sub queries in update statement**

alter table emp

add dname varchar(10);

update emp

set dname = (select dname

from dept D

where Emp.deptno = D.deptno);

**Co related sub queries in delete statement**

Creating the table retired\_emp without taking data of the emp table.

select \* into retired\_emp from emp

where 1= 2;

Insert into Retired\_Emp

select \* from Emp

where ename = 'JONES';

Insert into Retired\_Emp

select \* from Emp

where ename = 'MARTIN';

Now to delete records from Emp table for all those have been retired.

delete from emp

where empno = (select empno

from Retired\_Emp R

where Emp.empno = R.empno);

**Exists Operator:**

The EXISTS operator tests for existence of rows in the results set of the sub query.

• If a subquery row value is found:

– The search does not continue in the inner query

– The condition is flagged TRUE

• If a subquery row value is not found:

– The condition is flagged FALSE

-The search continues in the inner query till either the condition becomes TRUE or if not then till the last record.

Drop table e1;

Drop table d1;

create table e1

(empno integer,

ename varchar(20),

deptno integer);

create table d1

(deptno integer,

location varchar(20));

Insert Into E1 Values(1,'a',10);

Insert Into E1 Values(2,'b', 40);

Insert Into E1 Values(3,'c', 10);

Insert Into E1 Values(4,'d',30);

Insert Into E1 Values(5,'e',10);

Insert Into E1 Values(6,'f',20);

Insert Into E1 Values(7,'g',30);

Insert Into E1 Values(8,'h',30);

Insert Into E1 Values(9,'i',20);

Insert Into E1 Values(10,'j',50);

Insert Into E1 Values(11,'k',10);

Insert Into E1 Values(12,'l',40);

Insert Into D1 Values(10,'Pune');

Insert Into D1 Values(10,'Mumbai');

Insert Into D1 Values(10,'Bangalore');

Insert Into D1 Values(20,'Mumbai');

Insert Into D1 Values(20,'Chennai');

Insert Into D1 Values(20,'Bangalore');

Insert Into D1 Values(30,'Chennai');

Insert Into D1 Values(30,'Delhi');

Insert Into D1 Values(30,'Pune');

**To display records of employees from e1 table who have the same deptno as that of d1 table.**

select e1.deptno,e1.ename

from e1, d1

where e1.deptno = d1.deptno; **--- Odd Result**

select \* from e1

where **exists**

(select \* from d1

where e1.deptno = d1.deptno);

**To display records of employees from e1 table who do not have the same deptno as that of d1 table.**

select \* from e1

where **not** **exists**

(select \* from d1

where e1.deptno = d1.deptno);

## Sub-Query in From Clause (Inline Views)

**Example –**

**To see names, salaries, job, average salary and difference (raise) with average salary of those employees who earn more than the average salary in their jobs.**

**SELECT a.ename, a.sal, a.job, b.salavg, a.sal-b.salavg as "Raise"**

**FROM emp a, (SELECT job,**

**AVG(sal) salavg**

### FROM emp

**GROUP BY job) b**

**WHERE a.job = b.job**

**AND a.sal > b.salavg;**
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Create Table Statement

# Creating table with column level constraints

create table student\_details

(**Roll\_No int primary key**,

Name varchar(30) not null,

Invoice\_No char(4) Unique,

Fees int check(fees > 5000),

City varchar(40) Default 'Pune')

# Foreign key constraint

create table result\_details

(**roll\_no int references student\_details(roll\_no),**

sem varchar(10),

marks int,

grade char(2))

# Creating table with table level constraint

Whenever two columns of the same table are getting compared or it is composite primary key then constraints have to be declared after column definitions.

create table cost\_details

(product\_id char(5),

product\_name varchar(30),

sales int,

tax int,

**check (sales>tax)**);

**Creating composite primary key**

create table first\_attempt

(rollno int,

sem char(7),

marks int,

**primary key(rollno,sem));**

**Creating foreign key on table level.**

CREATE TABLE Y1(A INTEGER PRIMARY KEY, B INTEGER UNIQUE, C INTEGER);

CREATE TABLE Y5

(A INTEGER,

Z INTEGER,

**FOREIGN KEY (A)** REFERENCES Y4)

**-- Giving names to the constraints**

create table t1

(rollno int **constraint pk1** primary key,

name varchar(30),

invno char(2) **constraint u2** unique)

Computed Columns

create table allowance\_details

(empid integer,

hra integer,

da integer,

ta integer,

total as (hra + da + ta)

)

Note –

Insert Into allowance\_details Values(1,900,1200,400)

Select \* from allowance\_details

* It is not possible to insert value in the total column and also the total column cannot be updated manually.

But when the values of the arguments are updated then the computed column gets refreshed implicitly.

* Only UNIQUE or PRIMARY KEY constraints are allowed on computed

**Foreign Key referring to the Primary or Unique key**

CREATE TABLE Y1(A INTEGER PRIMARY KEY, B INTEGER UNIQUE, C INTEGER);

CREATE TABLE Y2(A INTEGER REFERENCES **Y1**,D INTEGER);

CREATE TABLE Y3(B INTEGER REFERENCES **Y1(B),** E INTEGER)

columns.

CREATE TABLE Y5

(A INTEGER,

Z INTEGER,

FOREIGN KEY (A) REFERENCES Y4)

**Creating a new table from an existing table.**

1. Structure plus all the records.

select \* into new\_emp from emp;

1. Structure plus limited records

select \* into new\_emp1 from emp

where job = 'clerk';

1. Structure without records

select \* into new\_emp2 from emp

where 1=2;

1. Structure with different column names.

select empno as empid,ename as name,sal as salary

into new\_emp3 from emp

where 1=2

1. Summary Table.

select deptno, max(sal) **as highest\_sal** into new\_emp4

from emp

group by deptno;

*(Caption is must for the aggregate values)*

1. Data from multiple tables

select ename,dname into new\_emp5

from emp inner join dept

on emp.deptno = dept.deptno;

1. The constraints are not copied in the new table.Only Not Null status is applied to the new table.

create table tab1

(a integer primary key,

b integer unique,

c integer not null,

d integer check(d >= 0)

);

select \* into tab2 from tab1;

exec sp\_helpconstraint tab1;

exec sp\_helpconstraint tab2;

![](data:image/png;base64,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)

Referential Integrity

Drop table student1;

Drop table result1;

CREATE TABLE STUDENT1

(ROLL INTEGER PRIMARY KEY,

NAME VARCHAR(40));

CREATE TABLE RESULT1

(ROLL INTEGER REFERENCES STUDENT1(ROLL),

MARKS INTEGER);

insert into student1 values(1,'a');

insert into result1 values(1,99);

Now if the parent record is tried to delete then it will throw dependency error

**delete from student1 where roll = 1;**

Also if the parent record’s roll is tried to update then it will show dependency error.

**update student1**

**set roll = 55**

**where roll=1;**

To resolve these issues in the foreign key definition on delete cascade and on update cascade have to be specified.

Drop table result1;

Drop table student1;

CREATE TABLE STUDENT1

(ROLL INTEGER PRIMARY KEY,

NAME VARCHAR(40));

CREATE TABLE RESULT1

(ROLL INTEGER REFERENCES STUDENT1(ROLL) on delete cascade on update cascade,

MARKS INTEGER);

insert into student1 values(1,'a');

insert into result1 values(1,99);

**delete from student1 where roll = 1;**

**To drop the primary key constraint or to drop the primary key column the dependencies have to be taken care of.**

**alter table student1**

**drop column roll;**

**alter table student1**

**drop constraint PK\_\_STUDENT1\_\_4707859D;**

**Drop the foreign key constraint**

alter table result1

drop constraint FK\_\_RESULT1\_\_ROLL\_\_48EFCE0F;

**Identity**

Identity is used to generate auto numbers.

It is used to generate unique numbers.

Syntax --Identity(Seed, Increment)

Seed is the starting value

Increment is the step value (Can be negative)

Example –

Create table employees1

(EmpId int **Identity(1,1),**

EmpName Varchar(30));

Insert into employees1(EmpName) values('John');

Select \* from employees1;

*Seed and increment values should be only of INTEGER data type.*

*Only one identity column per table is allowed.*

**Set Identity\_Insert *tablename* ON** clause

Allows explicit values to be inserted into the identity column of a table.

create table X(y integer identity, z char);

Insert into X(z) Values('A');

Insert into X(z) Values('B');

select \* from X;

**Insert into X(y,z) Values(8,'C');**

**SET IDENTITY\_INSERT X ON**

**Insert into X(y,z) Values(8,'C')**

***It is must to mention the column list after the table name***

**To see the last identity value use IDENT\_Current built-in**

**SELECT IDENT\_CURRENT('X');**

SET IDENTITY\_INSERT X OFF

Insert into X(z) Values('C');

SELECT \* FROM x; -- Y HAS GOT 9 VALUE

RULE

Rules are similar to check constraints.

# Salient features of rules –

1. Many check constraints can be applied to one column, but only one rule can be applied to one column.
2. Check constraints are either defined at the time of table creation, or after table creation by Alter statement. Check constraints are dedicated for that specific table. But rules are created as separate objects and then bound to the column.
3. When the rule is bound to the column, then the rule cannot be dropped. First the rule needs to unbind from the column.
4. Advantage – Reusability. The same rule can be used for columns of many tables without need of defining it.

create table northsales(month varchar(10), cost integer);

create rule r1 as @cost\_value >= 100

Binding the rule R1 to the column cost of northsales table –

**sp\_bindrule** r1, 'northsales.cost'

insert into northsales values('Jan',**99**); **-- Throws error**

insert into northsales values('Jan'**,101**); -**- Row inserted**

To unbind the rule from the column

**sp\_unbindrule** 'northsales.cost'. – No need to specify the rule name.

To drop a rule

drop rule r1

A rule cannot reference columns or other database objects

*`condition\_expression* includes one variable. The at sign (@) precedes each local variable.

*When a rule is attached to a column it does not check the old values of that column.*

ALTER Statement

create table emp\_data

(empid integer,

name varchar(40));

**Adding column**

alter table emp\_data

add address varchar(30)

# Dropping a column

alter table emp\_data

drop **column** address

**Changing the data type**

alter table emp\_data

**alter column** empid varchar

*(If data is present in the column then still from integer to varchar conversion is possible, but varchar to integer is not possible)*

# Adding constraint

alter table emp\_data

**add constraint** **u1** unique(empid)

# Dropping constraint

Alter table emp\_data

Drop constraint u1

# Dropping table

Drop table emp\_data

**Constraints – Enable and Disable**

**Disabling the constraint –**

**Drop table Sales;**

create table sales(sid integer, amt integer constraint ch\_amt check(amt >= 100));

Insert Into Sales Values(1,800);

Insert Into Sales Values(2,600);

Alter Table Sales **NOCHECK** CONSTRAINT ch\_amt;

Insert Into Sales Values(3,**35**);

Alter Table Sales **CHECK** CONSTRAINT ch\_amt;

Insert Into Sales Values(4,**35**);

**Adding the constraint later --**

create table sales1(sid integer, amt integer);

Insert Into Sales1 Values(1,800);

Insert Into Sales1 Values(2,600);

**Alter table sales1 add constraint ch\_amt1 check(amt >= 1000); -- Checks the past data**

**Alter table sales1 WITH NOCHECK add constraint ch\_amt1 check(amt >= 1000);**

**Insert Into Sales1 Values(3,700);**

**Insert Into Sales1 Values(4,1001);**

# 2.7 Temporary table

There are two types of temporary tables.

1. Local temporary table
2. Global temporary table

1 Local temporary table: The scope of Local temporary table is limited to the current session only. It is created by prefixing single # to the table name.

Example of local temporary table.

create table #city\_records

(city\_id int,

city\_name varchar(40),

sales int);

insert into #city\_records values(1,'Pune',9000);

Select \* from #city\_records;

**Open another session**

**Select \* from #city\_records;**

**But the city\_records table is limited to the first session. Once the session is closed then the table is no more.**

2. Global temporary table : It is visible to all the sessions.

create table ##state\_records

(city\_id int,

sales\_summary int);

insert into ##state\_records values(1,89000);

select \* from ##state\_records

## Open another session

**select \* from ##state\_records**

**If the first session is closed then the table gets dropped.**

**2.8 VIEWS**

* Views are virtual tables
* Views are always based on the tables
* Views are queries stored through which data goes in the underlying table
* Views do not actually store the data So for object definition of view the memory is required

**Advantage**: Due to views we can hide the original table and give some conditional access of records to the user

create view V1

as

select \* from emp

where sal >= 3500

Views can be based on data from more than one table through join.

create view v3

as

select ename,dname

from emp join dept

on emp.deptno = dept.deptno

Summary view –

create view v4

as

select deptno,max(sal) "Top Sal" from emp

group by deptno

*(Note – Must provide column name for the aggregate function max(sal))*

**With Check Option** – This clause is used to restrict data from the view to get entered in the base table. Also data cannot be updated through the view of the criteria specified.

create view v7

as

select \* from emp

where deptno = 10

WITH CHECK OPTION

**Will throw error if deptno is tried to update through view.**

**update v7**

**set deptno = 8**

**Will throw error if deptno entered through view is not 10.**

**insert into v7(empno,ename,deptno) values(12,'abc',30);**

**With Schema Binding option –**

**It prevents the table on which view is based getting dropped.**

**Two part naming convention has to be used.**

**Ownername.TableName**

**Create view clerk\_data**

**with schemabinding**

**as**

**select ename,sal,deptno from dbo.emp**

**where job = 'clerk'**

**drop table emp – Throws error**

# 2.9 Indexes

# Guidelines for creating Indexes

**A column can be selected for indexing based on the following criteria**

Frequently searched column

If the table is large

**Do not index the column in the following cases**

If column is not frequently searched.

If the table is small

# Clustered Index

A Clustered index determines the storage order of data in a table (physical order)

A table can have only one clustered index

A clustered index is analogous to a telephone directory, which arranges data by last name

It is effective on columns that are accessed very frequently and Queries that return large result sets

# Non-Clustered Index

A non-clustered index specifies a logical ordering only.

A table can have multiple non-clustered indexes (max 249).

It is similar to a textbook index

The data is stored in one place and the index in another

# Example of Non cluster Index

Some books contain multiple indexes. For example, a gardening book can contain one index for the common names of plants and another index for the scientific names because these are the two most common ways in which the readers find information. The same is true for nonclustered indexes. You can define a nonclustered index for each of the columns commonly used to find the data in the table.

# Composite Index

A composite index consists of two or more columns indexed together

Maximum 16 columns can be combined together

Composite indexes require fewer overheads than single column indexes

# Unique Index

A Unique Index ensures that the indexed column contains no duplicate values

Both clustered and non-clustered indexes can be unique

# Considerations

## Specifying a unique index makes sense only when uniqueness is a characteristic of the data

## If uniqueness must be enforced to ensure data integrity, create a UNIQUE or PRIMARY KEY constraint on the column rather than a unique index

## Creating a PRIMARY KEY or UNIQUE constraint automatically creates a unique index on the specified columns in the table

# Viewing Indexes
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**3.1** **Programming Basics**

1)

**declare**

@x integer

**begin**

set @x = 98

print @x

print 'Value of x variable is ' + cast(@x as varchar)

**end**

2) Initializing variable in the declare block

declare

@x integer

set @x = 9

begin

print @x

end

# Taking value from the table

declare

@x integer

begin

**select @x = sal from emp**

**where ename = 'SMITH'**

print @x

end

If condition is not given then shows the last record’s salary value from the table

declare

@x integer

begin

**select @x = sal from emp**

print @x

end

# If Condition

Syntax –

IF <condition>

[begin]

----

----

[end]

else

[begin]

-----

-----

[end]

**declare**

**@x integer**

**begin**

**set @x = 56**

**if @x >= 40**

**print 'Passed'**

**else**

**print 'Failed'**

**end**

# Multiple statements in true and false block with begin and end

declare

@x integer

begin

set @x = 56

if @x >= 40

**begin**

print 'Passed'

print 'Marks are ' + cast(@x as varchar)

**end**

else

**begin**

print 'Failed'

print 'Marks are ' + cast(@x as varchar)

**end**

end

**Multiple If’s If … else if ….. else ….**

declare

@x integer

begin

set @x = 41

if @x >= 70

print 'Dist'

else if @x >= 60

print 'FC'

else if @x >= 50

print 'SC'

else if @x >= 40

print 'Passed'

else

print 'Failed'

end

# Nested if’s ……

declare

@s integer,

@j varchar(9)

begin

select @s = sal from emp

where ename = 'SMITH'

**if @s <= 1000**

**begin**

select @j = job from emp

where ename = 'SMITH'

**if @j = 'MANAGER'**

**PRINT '30 PERCENT RAISE'**

**else**

**PRINT '20 PERCENT RAISE'**

**end**

**else**

PRINT 'NO RAISE'

**End**

**While Loop**

**To display 1 to 10**

declare

@w integer

begin

set @w = 1

**while @w <= 10**

**begin**

**print @w**

**set @w = @w + 1**

**end**

end

**break statement …. To terminate the loop**

declare

@w integer

begin

set @w = 1

**while @w <= 10**

**begin**

**if @w = 5**

**break**

**else**

**print @w**

**set @w = @w + 1**

**end**

print 'End of loop'

end

Drop table part;

create table PART (Part\_Id int, Category\_Id int, Description varchar(50));

**Continue statement …..**

**OUTPUT**

**Part\_Id Category\_Id Description**

----------- ----------- --------------------------------------------------

1 1 Part\_Id is 1 Category\_Id 1

1 3 Part\_Id is 1 Category\_Id 3

2 1 Part\_Id is 2 Category\_Id 1

2 2 Part\_Id is 2 Category\_Id 2

2 3 Part\_Id is 2 Category\_Id 3

To generate records in the table part. For part\_id 1 and category\_id 2 the record should not be inserted. So using **continue** clause for that condition.

**declare @Part\_Id int**

**declare @Category\_Id int**

**declare @Desc varchar(50)**

**set @Part\_Id = 0**

**set @Category\_Id = 0**

**while @Part\_Id < 2**

**begin**

**set @Part\_Id = @Part\_Id + 1**

**while @Category\_Id < 3**

**begin**

**set @Category\_Id = @Category\_Id + 1**

**If @Part\_ID = 1 and @Category\_ID = 2**

**Continue**

**set @Desc = 'Part\_Id is ' + cast(@Part\_Id as char(1)) +**

**' Category\_Id ' + cast(@Category\_Id as char(1))**

**insert into PART values(@Part\_Id, @Category\_Id,**

**@Desc )**

**end**

**set @Category\_Id = 0**

**end**

**GOTO Label:**

create table flight\_allowance(ename varchar(20));

create table rail\_allowance(ename varchar(20));

create table petrol\_allowance(ename varchar(20));

declare

@s integer,

@n varchar(40)

begin

delete from flight\_allowance;

delete from rail\_allowance;

delete from petrol\_allowance;

select @s = sal,@n = ename from emp

where ename = 'FORD'

IF @S >= 5000

**goto FA**

else if @s >= 3000

**goto RA**

else if @s >= 2000

**goto PA**

**FA:**

**Insert into flight\_allowance values(@n);**

**RA:**

**Insert into rail\_allowance values(@n);**

**PA:**

**Insert into petrol\_allowance values(@n);**

end

select \* from flight\_allowance;

select \* from rail\_allowance;

select \* from petrol\_allowance;

**3.2** **Cursors**

### Scroll Attribute – It means that all fetch options such as absolute, next, prior, first,last, relative are available. If Scroll is not mentioned then only Next is available.

declare c1 cursor **SCROLL**

FOR SELECT \* FROM EMP

OPEN C1

FETCH **ABSOLUTE** 1 FROM C1

FETCH ABSOLUTE 4 FROM C1

FETCH ABSOLUTE -1 FROM C1 -- From the last record

declare c2 cursor SCROLL

FOR SELECT \* FROM EMP

OPEN C2

FETCH ABSOLUTE 1 FROM C2

**FETCH NEXT FROM C2**

**FETCH NEXT FROM C2**

**FETCH PRIOR FROM C2**

# FETCH relative 3 FROM C2

**FETCH FIRST FROM C2**

## FETCH LAST FROM C2

## To see the first ‘MANAGER’ record

declare c3 cursor SCROLL

for select \* from emp

where job = 'MANAGER'

open c3

Fetch absolute 1 from c3

### To see many records use LOOP

declare c4 cursor SCROLL

for select \* from emp

where job = 'MANAGER'

open c4

Fetch First from c4

**while @@Fetch\_Status = 0**

Begin

Fetch next from c4

End

print 'The number of rows in the cursor are ' + cast**(@@cursor\_rows** as varchar)

**@@Fetch\_Status** is the global variable. It returns an integer value 0 for the last cursor fetch statement..i.e. After the last record is fetched it becomes not equal to zero.

**@@cursor\_rows** returns the number of qualifying rows that are in the currently opened cursor.

### To see the first 2 highest salaries

declare @n integer

Declare

c5 cursor SCROLL

**for select distinct sal from emp**

**order by sal desc**

set @n = 1

open c5

fetch first from c5

while @n <= 1

begin

fetch Next from c5

set @n = @n + 1

end

**To see the first 5 records**

declare @n integer

Declare c6 cursor SCROLL for select \* from emp

set @n = 1

open c6

fetch first from c6

while @n <= 4

begin

fetch Next from c6

set @n = @n + 1

end

### To see the last 3 records

declare @n integer

Declare

c7 cursor SCROLL

for select \* from emp

set @n = 1

open c7

fetch **Last** from c7

while @n <= 2

begin

fetch **Prior** from c7

set @n = @n + 1

end

##### STATIC

**declare c10 cursor STATIC SCROLL**

**FOR SELECT \* FROM EMP**

**Open c10**

**update emp set sal = 3000 where ename = 'SMITH'-- Independent update**

# FETCH ABSOLUTE 1 FROM C10 ---Shows the old salary of 800

**DYNAMIC**

**declare c11 cursor DYNAMIC SCROLL**

**FOR SELECT \* FROM EMP**

## OPEN C11

**update emp set sal = 2000 where ename = 'SMITH'**

**FETCH FIRST FROM C11 --- Shows the changed salary 2000**

***(Note -- The fetch type Absolute cannot be used with dynamic cursors.)***

###### For Update …. Where Current Of Clause

**Whenever multiple conditions are there for updating a table then instead of executing them separately and having a full table scan for every update statement, we can use where current of clause. The cursor will update each row as per the conditions.**

**declare @s integer**

**declare c12 cursor SCROLL DYNAMIC**

**for select sal from emp**

**for update of sal**

**open c12**

## Fetch First from c12 into @s

**while @@Fetch\_Status = 0**

## Begin

**if @s >= 5000**

**set @s = 10000**

**else if @s >= 4000**

**set @s = 9000**

**else if @s >= 3000**

**set @s = 8000**

**else if @s >= 2000**

**set @s = 7000**

**else if @s >= 1000**

**set @s = 6000**

**else if @s < 1000**

**set @s = 5500**

**update emp**

**set sal = @s**

**where current of c12**

**Fetch next from c12 into @s**

**End**

**For Update Of Sal means Sal column can be updated.**

**Where current of means the cursor will update the present record. It is known as positioned update**

**3.3 Stored Procedures**

# Example 1 – Parameter less procedure

create procedure p1

as

select \* from emp

Execute p1

OR Exec p1

# Example 2 -- Procedure with parameters to create a new record

create procedure p2( @eno integer, @name varchar(40), @dno integer)

as

insert into emp(empno,ename,deptno)

values(@eno, @name,@dno);

Print 'One record created'

exec p2 **123,'abc',10**

# Example 3 – Default values for the last parameter(s)

create procedure p3 @eno integer, @name varchar(40), **@dno integer = 20**

as

insert into emp(empno,ename,deptno)

values(@eno, @name,@dno);

Print 'One record created'

Exec p3 456,'def'

**Example 4 – Default values for first or mid parameter(s)**

create procedure p4 @eno integer, **@dno integer = 30**, @name varchar(50)

as

insert into emp(empno,ename,deptno)

values(@eno, @name,@dno);

Print 'One record created'

exec p4 789,**default**,'pqr'

# Example 5 - Parameterized Query

create procedure p5 @j varchar(50) = 'MANAGER'

as

select \* from emp

where job = @j

EXEC P5 'CLERK'

OR EXEC P5

# Example 6 – Return Codes of Procedure

**Creating a procedure that stores the sum of two values.**

**The procedure returns the answer to a outside local variable .**

create procedure p7 @x integer, @y integer

as

Declare @z integer

set @z = @x + @y

## Return @z

**To execute the procedure ---**

**declare @a integer**

**exec @a = p7 3,5**

**select @a**

(Note - If the procedure is executed independently then the answer will not be displayed)

**Example 7 – Output Parameter**

**The procedure will return value**

In procedure p8 the ename will be supplied by the user as input parameter and the procedure will return the sal for that ename as the output parameter.

create procedure p8 @name varchar(50), @salary integer **output**

as

select @salary = sal

from emp

where ename = @name

# To execute the procedure --

Declare a local variable.

Associate it in the parameter list of the procedure while calling the procedure.

declare @x integer

exec p8 'KING', @x OUTPUT

SELECT @x

**ALTER PROCEDURE Statement**

Drop Table proc\_tab1;

Drop Procedure show\_proctab1;

create table proc\_tab1(a integer);

Insert into proc\_tab1 Values(1);

create procedure show\_proctab1

as

select a from proc\_tab1

exec show\_proctab1

-- now column a of proc\_tab1 table is renamed to b.

**exec show\_proctab1 -- Throws error**

**sp\_helptext show\_proctab1 – To get the code**

**alter procedure show\_proctab1**

**as**

**select b from proc\_tab1**

**exec show\_proctab1 – Works properly**

With Encryption Clause – Code gets encrypted.

create procedure p100

**with encryption**

as

select \* from emp

sp\_helptext p100 ….. Message of encryption

3.4 Functions

create function annual\_salary(@s integer)

returns integer

as

begin

return @s \*12

end

A function can be directly called through an select statement

select ename,sal,**dbo.annual\_salary(sal)** from emp

Function can be called in the Insert Statement

create table emp\_sal1(empid integer, gross integer, tax integer);

create function get\_Tax1(@s integer)

returns integer

as

begin

return @s \* 0.15;

end

Insert into emp\_sal1 Values(1,50000, **dbo.get\_Tax1(50000)**)

Function can be called in the Update Statement

Insert into emp\_sal Values(3,60000,null)

Update emp\_sal1

set tax = **dbo.get\_Tax(60000)**

where empid = 2

OR

Insert Into Emp\_Sal Values(3,40000,null)

**Inline table-valued function**

Inline functions can be used to achieve the functionality of parameterized views.

create function get\_emp(@j varchar(30))

**returns table**

as

return (select \* from emp

where job = @j)

select \* from dbo.get\_emp('CLERK')

Inline user-defined functions follow these rules:

* The RETURNS clause contains only the keyword **table**. You do not have to define the format of a return variable because it is set by the format of the result set of the SELECT statement in the RETURN clause.
* There is no *function\_body* delimited by BEGIN and END.
* The RETURN clause contains a single SELECT statement in parentheses.

**Calling a function for a computed column of a table**

create function get\_total(@n integer, @w integer, @s integer)

returns integer

as

begin

return @n + @w + @s

end

create table sales\_data

(salesid integer,

north integer,

west integer,

south integer,

**TOTAL AS (dbo.get\_total(north,west,south))**

)

Insert Into Sales\_Data Values(1, 800,900,1200)

select \* from sales\_data

**Since the total is non-deterministic so unique or primary keys cannot be created.**

**3.5** **Triggers**

DROP TABLE TAB1;

CREATE TABLE TAB1(A INTEGER);

DROP TABLE TAB2;

CREATE TABLE TAB2(B INTEGER);

CREATE TABLE TAB3(B INTEGER)

# Example 1 -- Inserted row from tab1 should also get inserted in table tab2

**create trigger trig1**

**on tab1**

**for insert**

**as**

**begin**

**insert into tab2**

**select \* from Inserted**

**end**

**insert into tab1 values(100);**

**select \* from tab2;**

Example 2 – If the new value inserted is < 100 then the record should not be inserted.(Conditional Insert)

**create trigger trig2**

**on tab1**

**for insert**

**as**

**begin**

**if (select a from inserted) < 100**

**begin**

**Print 'Value cannot be less than 100'**

**Rollback Tran**

**end**

**end**

**insert into tab1 values(99) --- Throws error**

**Example 3 -- Deleted row from tab1 should get inserted in table tab3**

**create trigger trig3**

**on tab1**

**for delete**

**as**

**begin**

**insert into tab3**

**select \* from Deleted**

**end**

**delete from tab1 where a = 100**

**select \* from tab3**

Example 4 – Not allowing records of 800 value to delete.(Conditional Delete)

**create trigger trig4**

**on tab1**

**for delete**

**as**

**begin**

**if (select a from deleted) = 800**

**begin**

**Print 'Cannot delete records of 800'**

**rollback tran**

**end**

**end**

**delete from tab1 where a = 800 --- Throws error**

insert into tab1 values(400);

insert into tab1 values(300);

Example 5 – To show how inserted and deleted tables of trigger work with Update statement

**create trigger trig5**

**on tab1**

**for Update**

**as**

**begin**

**Print 'Showing the updated values'**

**select \* from inserted**

## Print 'Showing the old values'

**select \* from deleted**

**end**

**select \* from tab1;**

**update tab1**

**set a = 1000**

**where a = 400; *(Note – See the Results in Text)***

Example 6 – Table Level Update Trigger. It gets fired when any field from the row gets updated.

**create trigger trig6**

**on emp**

**for update**

**as**

**begin**

**if (select sal from inserted) > 10000**

**begin**

**Print 'Raise of sal cannot exceed 10000'**

**Rollback tran**

**end**

**end**

**update emp**

**set sal = 90000**

**where ename = 'KING' – Throws error**

Example 7 – Column Level Update Trigger. It gets fired only when a particular field from the row gets updated.

**create trigger trig7**

**on emp**

**for update**

**as**

**begin**

**if update(deptno)**

**begin**

**Print 'Dept number cannot be updated'**

**Rollback Tran**

**end**

**end**

**update emp**

**set deptno = 20**

**where ename = 'MARTIN' --- Throws error**

**(For more than one columns use OR operator.**

**if update(ename) or update(comm) )**

Example 8 – To ensure that more than 5 records cannot get deleted in one stroke.

**create trigger trig8**

**On Emp**

**for delete**

**as**

**if (select count(\*) from deleted) > 5**

**Begin**

**Print 'You cannot delete more than 5 records'**

**rollback tran**

**end**

**Delete from Emp ------ Throws error**

**create table lowcost(pid integer, cost integer);**

**create table highcost(pid integer, cost integer);**

**insert into lowcost values(1,900);**

**insert into lowcost values(2,1100);**

**insert into lowcost values(3,1300);**

Example 9 –Triggers referring to a column of another table.

**There are two table lowcost and highcost. The cost value in high cost table should be always more than all the cost of lowcost table.**

**create trigger trig9**

**on highcost**

**for Insert**

**as**

**Begin**

**if (select cost from inserted) < (select max(cost) from lowcost)**

**begin**

**Print 'The cost in high cost table cannot be less than the cost in low cost table'**

### Rollback Tran

**end**

**End**

**insert into highcost values(1,300); -- Throws error**

**insert into highcost values(1,1500); -- Row gets inserted**

**create table Emp\_Details(empid integer, name varchar(50), city varchar(20));**

**create table Emp\_Performance(empid integer, sales integer, profit integer, loss integer);**

**insert into emp\_details values(1,'John', 'Pune');**

**insert into emp\_details values(2,'Martin', 'Mumbai');**

**insert into emp\_performance values(1,7000,300,120);**

**insert into emp\_performance values(2,18000,7000,15);**

**select \* from emp\_details;**

**select \* from emp\_performance;**

**Example 10 – Cascade Triggers**

**Similar to cascade delete and cascade update options**

**When a record from Emp\_Details is deleted then the corresponding same record from Emp\_performance should also get deleted.**

**create trigger trig10**

**on Emp\_Details**

**for delete**

**as**

**Begin**

**delete Emp\_performance**

**from Deleted Inner Join Emp\_performance**

**on Emp\_performance.empid = Deleted.empid**

**End**

**delete from emp\_details**

**where name = 'John'**

**select \* from emp\_details;**

**select \* from emp\_performance;**

**Example 11 – Instead Of Triggers**

**In case of instead of triggers, the code contained inside the triggers gets executed in place of the original data manipulation statement.**

**When a record is tried to insert in emp\_performance table then instead of record getting inserted the system date and time should get inserted in check\_inserts table.**

**create table CHECK\_INSERTS(dates varchar(30))**

**CREATE TRIGGER TRIG11**

## ON EMP\_PERFORMANCE

**INSTEAD OF INSERT**

## AS

**BEGIN**

**INSERT INTO CHECK\_INSERTS**

**VALUES(getdate())**

**Print 'Cannot insert record'**

**END**

**insert into emp\_performance values(3,6000,90,6)**

**select \* from check\_inserts**

**Example 12 – Instead Of Trigger**

**Directly DML cannot be done on a view based on more than one tables. But using Instead of triggers it is possible.**

**Create table s(roll integer, name varchar(40));**

**Insert into s values(1,'A');**

**Insert into s values(2,'B');**

**Insert into s values(3,'C');**

**Insert into s values(4,'D');**

**create table r(roll integer,marks integer);**

**Insert into r values(2,90);**

**Insert into r values(3,98);**

**create view sr**

**as**

**select s.roll,s.name,r.marks**

**from s,r**

**where s.roll = r.roll**

**create trigger trig12 on SR**

#### INSTEAD OF INSERT

**as**

**begin**

**insert into s**

**select roll,name**

**from Inserted**

**insert into r**

**select roll,marks**

**from inserted**

**end**

**insert into sr values(5,'z',80);**

**select \* from sr;**

**select \* from s;**

**select \* from r;**

**Restricting DML on Sunday**

**create trigger trig11 on emp**

**for insert,delete,update**

**as**

**declare @v\_day varchar(20)**

**Begin**

**select @v\_day= datename(dw,getdate())**

**if @v\_day = 'Sunday'**

**begin**

**print 'No Transactions on Sunday'**

**rollback tran**

**end**

**end**

**Updated value should be always greater than the old value**

**create trigger ttt22 on emp**

**for update**

**as**

**begin**

**if(select sal from inserted) < (select sal from deleted)**

**begin**

**Print 'Salary cannot be decremented '**

**rollback tran**

**end**

**end**

**update emp**

**set sal = 1000**

**where ename = 'ALLEN'**

**When a new record is inserted then the cost should be greater than all the existing records cost value**

**Create Table Costing(Record\_id Integer, Cost Integer)**

**Insert Into Costing Values(1,900)**

**Create Trigger tx1 on Costing**

**for insert**

**as**

**declare @max\_cost integer**

**begin**

**select @max\_cost=max(cost) from costing**

**if (select cost from inserted) < @max\_cost**

**Begin**

**Print 'Cost Value has to be greater than all existing cost'**

**Rollback Tran**

**End**

**End**

**Insert Into Costing Values (2,800)**

**4. New Features of SQL Server 2005 –**

**4.1. DDL Triggers**

SQL Server 2005 has extended the trigger functionality you normally use with Data Manipulation Language (DML) commands such as INSERT, UPDATE, and DELETE to incorporate Data Definition Language (DDL) commands like CREATE DATABASE, DROP TABLE, and ALTER TABLE.

Also, like DML triggers, DDL triggers run in the same transaction as the DML statement. So for instance, when a DDL TSQL statement has completed, you can rollback a transaction whenever appropriate.

Unlike DML triggers, DDL triggers respond to completely different events. As previously stated, DDL triggers respond to changes to a database or a server. Each time DDL statements make changes using commands such as CREATE TABLE, an event is fired. DDL triggers can subscribe to those events and execute other TSQL instructions in response to the events.

Some other differences between DDL and DML triggers include the following:

* DDL triggers do not support the INSTEAD of functionality in the CREATE TRIGGER statement.
* DDL triggers are missing the inserted and deleted tables common to DML triggers.

**Example – Preventing a user from dropping or altering any table.**

**create trigger tr1**

**on database for drop\_table, alter\_table**

**as**

**PRINT 'WRONG'**

**ROLLBACK**

**sys.triggers and sys.trigger\_events are the data dictionary tables.**

* 1. **TOP clause Enhancements**

TOP was introduced in SQL Server 7. Until SQL Server 2005, the TOP clause allowed the user to specify the number or percent of rows to be returned in a SELECT statement. In SQL Server 2005, the TOP clause can be used also for INSERT, UPDATE, and DELETE (in addition to SELECT), and the syntax is as follows: TOP (expression) [PERCENT]. Notice the parentheses around the expression; this is required when TOP is used for UPDATE, INSERT, and DELETE.

CREATE TABLE toptest (col1 VARCHAR(150));

Insert Into TopTest Values('1');

Insert Into TopTest Values('2');

Insert Into TopTest Values('3');

Insert Into TopTest Values('4');

Insert Into TopTest Values('5');

SELECT TOP(2) \* FROM toptest;

New of 2005

UPDATE TOP(2) toptest SET col1 = '100';

select \* from toptest;

UPDATE TOP (50) percent toptest SET col1 = '500';

select \* from toptest;

DELETE TOP(2) toptest;

select \* from toptest;

Delete from toptest;

Insert Into TopTest Values('1');

Insert Into TopTest Values('2');

Insert Into TopTest Values('3');

Insert Into TopTest Values('4');

Insert Into TopTest Values('5');

Insert Into TopTest Values('6');

Insert Into TopTest Values('7');

Insert Into TopTest Values('8');

Insert Into TopTest Values('9');

Insert Into TopTest Values('10');

**Expression in the Top clause**

select top(select count(\*) from toptest where col1 <=5) \*

from emp

* 1. **DML OUTPUT clause**

The execution of a DML statement such as INSERT, UPDATE, or DELETE does not produce any results that indicate what was changed. Prior to SQL Server 2005, an extra round trip to the database was required to determine the changes. In SQL Server 2005 the INSERT, UPDATE, and DELETE statements have been enhanced to support an OUTPUT clause so that a single round trip is all that is required to modify the database and determine what changed. You use the OUTPUT clause together with the inserted and deleted virtual tables, much as in a trigger. The OUTPUT clause must be used with an INTO expression to fill a table. Typically, this will be a table variable. The following example creates a table, inserts some data, and finally deletes some records

CREATE TABLE outputtbl

(id INT IDENTITY, col1 VARCHAR(15));

INSERT INTO outputtbl VALUES ('row1');

INSERT INTO outputtbl VALUES ('row2');

INSERT INTO outputtbl VALUES ('row3');

INSERT INTO outputtbl VALUES ('row4');

INSERT INTO outputtbl VALUES ('row5');

INSERT INTO outputtbl VALUES ('row6');

INSERT INTO outputtbl VALUES ('row7');

INSERT INTO outputtbl VALUES ('row8');

INSERT INTO outputtbl VALUES ('row9');

INSERT INTO outputtbl VALUES ('row10');

Select \* from outputtbl;

**OUTPUT with DELETE**

--make a table variable to hold the results of the OUTPUT clause

-- delete two rows and return through the output clause

DECLARE @del AS TABLE (deletedId INT, deletedValue VARCHAR(15))

DELETE outputtbl

OUTPUT DELETED.id, DELETED.col1 INTO @del

WHERE id < 3

SELECT \* FROM @del

The example inserted the id and col1 values of the rows that were deleted into the table variable @del.

**OUTPUT with UPDATE**

When used with an UPDATE command, OUTPUT produces both a DELETED and an INSERTED table. The DELETED table contains the values before the UPDATE command, and the DELETED table has the values after the UPDATE command. An example follows that shows OUTPUT being used to capture the result of an UPDATE.

--update records, this populates

--both the inserted and deleted tables

DECLARE @changes TABLE

(id INT, oldValue VARCHAR(15), newValue VARCHAR(15))

UPDATE outputtbl

SET col1 = 'updated'

OUTPUT inserted.id, deleted.col1, inserted.col1

INTO @changes

WHERE id < 5

SELECT \* FROM @changes;

**OUTPUT with INSERT**

DECLARE @new\_record TABLE

(id INT, newValue VARCHAR(15))

Insert into outputtbl (col1)

OUTPUT inserted.id, inserted.col1 into @new\_record

Values ('row11');

select \* from @new\_record

**4.5 Pivot**

**Pivot** -- It is a summary table.

1. One of the column’s distinct values will be the column headings
2. One of the column’s distinct values will be the row headings.
3. In the intersection (cell) the aggregation of the third column’s value will be done.

**Example 1 –**

1. Create a table P\_Emp from the 3 columns of emp table – sal,deptno and job.

SELECT SAL,DEPTNO,JOB INTO P\_EMP FROM EMP;

Generating a report in which Job values will be the column heading, the deptno values will be row headings and the total (sum) of salaries for the combination of job and deptno will be the data.

select \* from P\_emp

**PIVOT**

(

SUM(Sal)

For JOB in (ANALYST,MANAGER,SALESMAN,CLERK)

)

AS P;

Output --
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To get summary for a particular deptno use the where clause after the pivot

select \* from P\_emp

PIVOT

(

SUM(Sal)

For JOB in (ANALYST,MANAGER,SALESMAN,CLERK)

)

AS P

where deptno = 20
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Example 2—

CREATE TABLE SALES

(

[Year] INT,

Quarter CHAR(2),

Amount FLOAT

)

INSERT INTO SALES VALUES (2001, 'Q2', 70)

INSERT INTO SALES VALUES (2001, 'Q3', 55)

INSERT INTO SALES VALUES (2001, 'Q3', 110)

INSERT INTO SALES VALUES (2001, 'Q4', 90)

INSERT INTO SALES VALUES (2002, 'Q1', 200)

INSERT INTO SALES VALUES (2002, 'Q2', 150)

INSERT INTO SALES VALUES (2002, 'Q2', 40)

INSERT INTO SALES VALUES (2002, 'Q2', 60)

INSERT INTO SALES VALUES (2002, 'Q3', 120)

INSERT INTO SALES VALUES (2002, 'Q3', 110)

INSERT INTO SALES VALUES (2002, 'Q4', 180)

Select \* from sales

order by year, quarter, amount;

Original Data Sorted –
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To get the sum of Amount for each Quarter within each year.

Quarter values will be column headings, year values will be row headings and sumation of amount will be done.

SELECT \* FROM SALES

PIVOT

(SUM (Amount)

FOR [Quarter]

IN (Q1, Q2, Q3, Q4))

AS P;
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**Example 3 –**

Pivot report can also have only column headings (*No row values*)

For that the from clause query has to be used and only two columns have to be mentioned, one column or aggregation and the other column for the column headings.

SELECT \* FROM (select quarter,amount from sales) a

PIVOT

(SUM (Amount)

FOR [Quarter]

IN (Q1, Q2, Q3, Q4))

AS P;
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Example 4-

If a table has more than 3 columns then the from clause query should be used to select the 3 columns for the pivot table.

Pivot on the emp table.

select \* from

(select sal,job,deptno from emp) as A

pivot

(sum(sal) for job in (analyst,clerk)

)

as P;
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Example 5 –

Genearting pivot report on a join query.

select \* from

(select dname, job, sal

from emp inner join dept

on emp.deptno = dept.deptno) as A

pivot

(

max(sal) for dname in (Accounting, Research,Sales, Operations)

)

as P
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4.5. Common Table Expression (CTE)

SQL Server 2005 significantly enhances both the functionality and performance of SQL to address the requirements of business intelligence queries. The SELECT statement’s WITH clause, introduced in SQL Server 2005, provides powerful new syntax for enhancing query performance. **It optimizes query speed by eliminating redundant processing in complex queries.**

Consider a lengthy query that has multiple references to a single sub query block. Processing sub query blocks can be costly, so re-computing a block every time it is referenced in the SELECT statement is highly inefficient. The WITH clause enables a SELECT statement to define the sub query block at the start of the query, process the block just once, label the results, and then refer to the results multiple times.

The WITH clause, formally known as the sub query factoring clause, is part of the SQL-99 standard. The clause precedes the SELECT statement of a query and starts with the keyword “WITH.” The WITH is followed by the sub query definition and a label for the result set. The query below shows a basic example of the clause:

Query1 – To display maximum salaries department number wise for the department numbers having max salary greater than the max salary of department number 20.

select deptno, max(sal)

from emp

group by deptno

having max(sal) > (select max(sal)

from emp

where deptno = 20);

In the above query there is lot of performance overhead due to the following factors:

1. Initially the max(sal) for deptno 20 is calculated.
2. Once the max(sal) is calculated and returned by the sub query then again the parent query will do the job of finding the max(sal) deptno wise and compare with the value given by max(sal) of deptno 20.

**with summary as**

**( select max(sal) as highest, deptno**

**from emp**

**group by deptno)**

**select deptno, highest**

**from summary**

**where highest > (select highest**

**from summary**

**where deptno = 20);**

A temporary table summary gets created which does the job of finding deptno wise highest salaries. Using this summary table then simply the max(sal) of deptno 20 is filtered. Here the aggregation is done only once.

Query 2- To list the Sum of Salaries for departments comprising more than 1/3 of the firm's annual salary.

select dname,sum(sal) as DEP\_TOTAL

from emp,dept

where emp.deptno = dept.deptno

group by dname

having sum(sal) >

(select sum(sal) \* 1/3

from emp

);

**with summary as**

**(select dname,sum(sal) as DTOTAL**

**from emp,dept**

**where emp.deptno = dept.deptno**

**group by dname)**

**select dname, DTOTAL**

**from summary**

**where DTOTAL >**

**(select sum(DTOTAL) \* 1/3**

**from summary);**

**The SQL WITH clause in SQL SERVER 2005 significantly improves performance for complex business intelligence queries.**

6. Analytical functions

Though analytic functions give aggregate result they do not group the result set. They return the group value multiple times with each record. As such any other non-"group by" column or expression can be present in the select clause.

Partition by will do aggregation and display it for all the records (After aggregating the value grouping is not done)

**Example 1 - Over (Partition by) clause**

To see name, job, salary and maximum salary (repeating).

**select ename, job, max(sal) over (partition by job) "Job Wise Max Sal" from emp;**
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# Example 2

**select deptno,ename, job, max(sal) over (partition by deptno) "Deptno Wise Max Sal" from emp**
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# Example 3 - Over () clause [Without partition clause]

In absence of any PARTITION inside the OVER( ) portion, the function acts on entire record set returned by the where clause.

**SQL> select ename, job, max(sal) over () "Highest Salary" from emp;**

***(The max(sal) value is repeated for all the rows)***
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# Example 4 – To perform calculations with aggregate values and actual values

To see the difference in the max(sal) and sal for each employee.

**select ename, job, max(sal) over () "Highest Salary", sal "Actual Salary",**

**max(sal) over() - sal "Difference"**

**from emp;**

![](data:image/png;base64,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)

RANK and DENSE\_RANK both provide rank to the records based on some column value or expression. In case of a tie of 2 records at position N, RANK declares 2 positions N and skips position N+1 and gives position N+2 to the next record. While DENSE\_RANK declares 2 positions N but does not skip position N+1.

**Rank()**

select ename, sal, deptno,

rank() over(partition by deptno order by sal desc) "Rank" from emp

order by 3,4

ENAME SAL DEPTNO Rank

---------- ---------- ---------- ----------

KING 5000 10 1

CLARK 2450 10 2

MILLER 1300 10 3

SCOTT 3000 20 1

FORD 3000 20 1

JONES 2975 20 3

ADAMS 1100 20 4

SMITH 800 20 5

BLAKE 2850 30 1

ALLEN 1600 30 2

TURNER 1500 30 3

WARD 1250 30 4

MARTIN 1250 30 4

JAMES 950 30 6

For DEPTNO 20 there are two contenders for the first position Scott and Ford. So it has given the same number 1 for those but has skipped 2 and directly given rank number 3 for Jones of the same deptno 20.

Same case is for 3 records of deptno 30.

**Dense\_Rank()**

select ename,sal,deptno,

dense\_rank() over(partition by deptno order by sal desc) "Dense Rank" from emp

order by 3,4

/

ENAME SAL DEPTNO Dense Rank

---------- ---------- ---------- ----------

KING 5000 10 1

CLARK 2450 10 2

MILLER 1300 10 3

SCOTT 3000 20 1

FORD 3000 20 1

JONES 2975 20 **2**

ADAMS 1100 20 3

SMITH 800 20 4

BLAKE 2850 30 1

ALLEN 1600 30 2

TURNER 1500 30 3

WARD 1250 30 4

MARTIN 1250 30 4

JAMES 950 30 **5**

For DEPTNO 20 there are two contenders for the first position Scott and Ford. So it has given the same number 1 for those and directly given rank number 2 for Jones of the same deptno 20.

Same case is for 3 records of deptno 30.

**Row\_Number()**

It will provide the row numbers for the result set once the records are sorted.

Order By is the mandatory clause required for row\_number().

select ename, row\_number() over(order by ename) from emp;

![](data:image/png;base64,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)

* 1. **Set operators Enhancements**

**INTERSECT**

-- Shows the common values from the queries.

-- It eliminates the duplicates

-- To see the common products of 107 and 108

select prodname

from pune

where custid =107

INTERSECT

select prodname

from pune

where custid =108;

**EXCEPT**

-- Shows the records retrieved from the first query which are not present in the

-- second query

--Eliminates duplicates

-- To see products sold to 107 and not to 108

select prodname

from pune

where custid =107

EXCEPT

select prodname

from pune

where custid =108

**4**.**8. Referential Integrity Enhancements**

**Set Null and Set Default are new options availabe with On Delete and On Update.**

**On Delete Set Null – Whenever the parent record is deleted then the corresponding child table(s) foreign key will become null. But the child record is not deleted.**

**Drop table ri2;**

**Drop table ri1;**

**create table ri1(a integer primary key);**

**create table ri2(a integer references ri1 on delete set null, b integer);**

**Insert Into ri1 Values(1);**

**Insert into ri2 Values(1,100);**

**delete from ri1;**

**select \* from ri2;**

**On Delete Set Default – Whenever the parent record is deleted then the corresponding foreign key value gets the default value and the child record is intact.**

**create table ri3(a integer primary key);**

**create table ri4(a integer default 1,**

**foreign key(a) references ri3 on delete set default, b integer);**

**Insert into ri3 values(1);**

**Insert Into ri3 values(2);**

**Insert Into ri4 values(1, 100);**

**Insert into ri4 Values(2, 100);**

**Delete from ri3 where a = 2;**

**select \* from ri4;**

**Delete from ri3 where a = 1;**

**4.9 Try Catch**

SQL Server versions before 2005 offered only one simple way to work with exceptions: the @@ERROR function. This function can be used to determine if an error occurred in the last statement that was executed before evaluating @@ERROR. For example:

SELECT 1/0  
SELECT @@ERROR

-----------  
Msg 8134, Level 16, State 1, Line 1  
Divide by zero error encountered.   
  
-----------  
8134

(1 row(s) affected)

In this case @@ERROR returns 8134, which is the error number for a divide-by-zero error.

Using @@ERROR, you can detect errors and control them to some degree. However, proper use of this function requires that you check it after every statement; otherwise it will reset, as shown in the following example:

SELECT 1/0

IF @@ERROR <> 0

BEGIN

SELECT @@ERROR

END

-----------  
Msg 8134, Level 16, State 1, Line 1  
Divide by zero error encountered.   
  
-----------  
0

(1 row(s) affected)

Trying to catch the error in this case actually ends up resetting it; the @@ERROR in the SELECT returns 0 rather than 8134 because the IF statement did not throw an exception.

In addition to the fact that the exception resets after each statement, @@ERROR does not actually *handle* the exception -- it only reports it. The exception is still sent back to the caller, meaning that even if you do something to fix the exception in your T-SQL code, the application layer will still receive a report that it occurred. This can mean additional complexity when creating application code because you need to handle exceptions that may needlessly bubble up from stored procedures.

In SQL Server 2005, exceptions can now be handled with a new T-SQL feature: TRY/CATCH blocks. This feature emulates the exception handling paradigm that exists in many languages derived from the C family, including C/C++, C#, Java and JavaScript. Code that may throw an exception is put into a *try* block. Should an exception occur anywhere in the code within the try block, code execution will immediately switch to the *catch* block, where the exception can be handled.

The term "catch" is of special importance here. When TRY/CATCH is used, the exception is not returned to the client. It is "caught" within the scope of the T-SQL that caused it to be thrown.

For an example of TRY/CATCH, consider a divide-by-zero error:

BEGIN TRY

SELECT 1/0

END TRY

BEGIN CATCH

SELECT 'Error Caught'

END CATCH

-----------

(0 row(s) affected)   
  
------------  
Error Caught

(1 row(s) affected)

When this batch is run, no exception is reported. Instead, the message "Error Caught" is selected back. Of course, your T-SQL code does not have to send back any kind of specific message in the CATCH block. Any valid T-SQL can be used, so you can log the exception or take action to remedy the situation programmatically, all without reporting it back to the caller.

While merely being able to catch an exception is a great enhancement, T-SQL is also enhanced with new informational functions that can be used within the CATCH block. **These functions are: ERROR\_MESSAGE(), ERROR\_NUMBER(), ERROR\_LINE(), ERROR\_SEVERITY(), ERROR\_STATE() and ERROR\_PROCEDURE().** Unlike @@ERROR, the values returned by these functions will not reset after each statement and, as a result, the functions will return consistent values over the entire time a CATCH block is executed. For instance:

BEGIN TRY

SELECT 1/0

END TRY

BEGIN CATCH

SELECT 'Error Caught'

SELECT

ERROR\_MESSAGE(),

ERROR\_NUMBER()

END CATCH

-----------

(0 row(s) affected)   
  
------------  
Error Caught

(1 row(s) affected)

-------------------------------------------- ---------------  
Divide by zero error encountered. 8134

(1 row(s) affected)

Error control is important in database programming because it gives you the ability to roll back transactions in response to problems. By default, SQL Server typically does not stop transactions due to exceptions, which can result in invalid data. Consider the following batch:

CREATE TABLE Funds

(

Amount INT

CHECK (Amount > 0)

)

BEGIN TRANSACTION

INSERT Funds VALUES (10)

INSERT Funds VALUES (-1)

COMMIT TRANSACTION

SELECT \*

FROM Funds

(1 row(s) affected)  
Msg 547, Level 16, State 0, Line 9  
The INSERT statement conflicted with the CHECK constraint "CK\_\_Funds\_\_Amount\_\_67A95F59". The conflict occurred in database "master", table "dbo.Funds", column 'Amount'.  
The statement has been terminated.  
Amount  
-----------  
10

(1 row(s) affected)

In this case, a table called Funds is created, which includes a CHECK constraint on the Amount column to ensure that amounts are greater than 0. Once the table is created, a transaction starts. This implies that INSERTs will be atomic -- all values or no values should be inserted. However, even though an exception occurs due to violation of the CHECK constraint, the transaction is committed and one of the values remains in the table.

Implementing TRY/CATCH in this situation solves the problem outright:

BEGIN TRY

BEGIN TRANSACTION

INSERT Funds VALUES (10)

INSERT Funds VALUES (-1)

COMMIT TRANSACTION

END TRY

BEGIN CATCH

ROLLBACK

END CATCH

Now, any exception in the TRY block immediately causes code execution to shift to the CATCH block, thereby rolling back the transaction and ensuring that invalid values stay out of the table.

Exception handling is new to SQL Server, so the question of when to handle exceptions may be new to many DBAs and database developers. Here I will supply a few general guidelines to help you get started.

1. Overuse is much better than underuse when it comes to dealing with exceptions. As illustrated in the transaction example, failure to properly handle exceptions when they occur leaves you with invalid data in the database. Imagine a database being used to back financial transactions and think of the possibilities. Exception handling is an absolute necessity when you care about the quality of your data.

2. Strive to use a TRY/CATCH block whenever you use an explicit transaction and whenever you modify data. Some practitioners advocate using TRY/CATCH blocks in every stored procedure in order to log any exception that occurs in the database. Although this seems like overkill for some applications, it can be a good model for applications that require extreme integrity. Again, consider financial transactions.

3. Even though you may often use TRY/CATCH to facilitate structured exception logging, try to remember that not getting exceptions at all is far more desirable than just catching them when they occur. Heavily test your code and the code around problems you know exist, rather than letting exception handlers deal with them for you. Just because the exception is caught does not mean that it didn't occur. Exception handling is no excuse for sloppy coding techniques. If anything, it should give you a chance to more readily discover where your problems lie and fix them.

**5 Database Architecture**

SQL Server 2005 maps a database over a set of operating-system files. Data and log information are never mixed in the same file, and individual files are used only by one database. Filegroups are named collections of files and are used to help with data placement and administrative tasks such as backup and restore operations.

# Database Files

SQL Server 2005 databases have three types of files:

* Primary data files   
    
  The primary data file is the starting point of the database and points to the other files in the database. Every database has one primary data file. The recommended file name extension for primary data files is .mdf.
* Secondary data files   
    
  Secondary data files make up all the data files, other than the primary data file. Some databases may not have any secondary data files, while others have several secondary data files. The recommended file name extension for secondary data files is .ndf.
* Log files   
    
  Log files hold all the log information that is used to recover the database. There must be at least one log file for each database, although there can be more than one. The recommended file name extension for log files is .ldf.

SQL Server 2005 does not enforce the .mdf, .ndf, and .ldf file name extensions, but these extensions help you identify the different kinds of files and their use.

In SQL Server 2005, the locations of all the files in a database are recorded in the primary file of the database and in the **master** database. The Database Engine uses the file location information from the **master** database most of the time.

# Database File groups

Database objects and files can be grouped together in file groups for allocation and administration purposes. There are two types of file groups:

**Primary**

The primary file group contains the primary data file and any other files not specifically assigned to another file group. All pages for the system tables are allocated in the primary file group.

**User-defined**

User-defined file groups are any file groups that are specified by using the FILEGROUP keyword in a CREATE DATABASE or ALTER DATABASE statement.

Log files are never part of a file group. Log space is managed separately from data space.

No file can be a member of more than one file group. Tables, indexes, and large object data can be associated with a specified file group.